133 Clone Graph

Given a reference of a node in a [**connected**](https://en.wikipedia.org/wiki/Connectivity_(graph_theory)#Connected_graph) undirected graph.

Return a [**deep copy**](https://en.wikipedia.org/wiki/Object_copying#Deep_copy) (clone) of the graph.

Each node in the graph contains a val (int) and a list (List[Node]) of its neighbors.

class Node {  
 public int val;  
 public List<Node> neighbors;  
}

**Test case format:**

For simplicity sake, each node’s value is the same as the node’s index (1-indexed). For example, the first node with val = 1, the second node with val = 2, and so on. The graph is represented in the test case using an adjacency list.

**Adjacency list** is a collection of unordered **lists** used to represent a finite graph. Each list describes the set of neighbors of a node in the graph.

The given node will always be the first node with val = 1. You must return the **copy of the given node** as a reference to the cloned graph.

**Example 1:**

Input: adjList = [[2,4],[1,3],[2,4],[1,3]]  
Output: [[2,4],[1,3],[2,4],[1,3]]  
Explanation: There are 4 nodes in the graph.  
1st node (val = 1)'s neighbors are 2nd node (val = 2) and 4th node (val = 4).  
2nd node (val = 2)'s neighbors are 1st node (val = 1) and 3rd node (val = 3).  
3rd node (val = 3)'s neighbors are 2nd node (val = 2) and 4th node (val = 4).  
4th node (val = 4)'s neighbors are 1st node (val = 1) and 3rd node (val = 3).

**Example 2:**

![img](data:image/png;base64,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)

img

Input: adjList = [[]]  
Output: [[]]  
Explanation: Note that the input contains one empty list. The graph consists of only one node with val = 1 and it does not have any neighbors.

**Example 3:**

Input: adjList = []  
Output: []  
Explanation: This an empty graph, it does not have any nodes.

**Example 4:**
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Input: adjList = [[2],[1]]  
Output: [[2],[1]]

**Constraints:**

* 1 <= Node.val <= 100
* Node.val is unique for each node.
* Number of Nodes will not exceed 100.
* There is no repeated edges and no self-loops in the graph.
* The Graph is connected and all nodes can be visited starting from the given node.

解法：图遍历，一般dfs或者bfs可以实现节点的遍历，但是不能够保证边都遍历到。该题目只需要增加边的复制操作，对节点的标记不变

**解法1** bfs

/\*  
// Definition for a Node.  
class Node {  
public:  
 int val;  
 vector<Node\*> neighbors;  
   
 Node() {  
 val = 0;  
 neighbors = vector<Node\*>();  
 }  
   
 Node(int \_val) {  
 val = \_val;  
 neighbors = vector<Node\*>();  
 }  
   
 Node(int \_val, vector<Node\*> \_neighbors) {  
 val = \_val;  
 neighbors = \_neighbors;  
 }  
};  
\*/  
  
class Solution {  
public:  
 Node\* cloneGraph(Node\* node) {  
 if(node == NULL)return node;  
 queue<Node\*> q;  
 map<Node\*, Node\*> hash;  
 hash[node] = new Node(node->val);  
 q.push(node);  
   
 while(!q.empty()){  
 Node\* tmp = q.front();  
 q.pop();  
 for(auto child : tmp->neighbors){  
 if(hash[child] == NULL){  
 q.push(child);  
 hash[child] = new Node(child->val);  
 }  
 hash[tmp]->neighbors.push\_back(hash[child]);  
 }   
 }  
   
 return hash[node];  
 }  
};

**解法2** dfs

class Solution {  
public:  
 unordered\_map <Node\*, Node\*>hash;  
 Node\* cloneGraph(Node\* node) {  
 if(node == NULL)return node;  
 if(hash[node] != NULL)return hash[node];  
 hash[node] = new Node(node->val);  
 for(auto child : node->neighbors){  
 hash[node]->neighbors.push\_back(cloneGraph(child));  
 }  
 return hash[node];  
 }  
};